**Dictionaries in Python**

**Dictionaries are ordered collections of unique values stored in (Key-Value) pairs.**

Python dictionary represents a mapping between a key and a value. In simple terms, a Python dictionary can store pairs of keys and values. Each key is linked to a specific value. Once stored in a dictionary, you can later obtain the value using just the key.

For example, consider the Phone lookup, where it is very easy and fast to find the phone number(value) when we know the name(Key) associated with it.

![Dictionaries in Python](data:image/jpeg;base64,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)

### Characteristics of dictionaries

* **Unordered** (In Python 3.6 and lower version): The items in dictionaries are stored without any index value, which is typically a range of numbers. They are stored as Key-Value pairs, and the keys are their index, which will not be in any sequence.
* **Ordered** (In Python 3.7 and higher version): dictionaries are ordered, which means that the items have a defined order, and that order will not change. A simple Hash Table consists of key-value pair arranged in pseudo-random order based on the calculations from Hash Function.
* **Unique:**As mentioned above, each value has a Key; the Keys in Dictionaries should be unique.If we store any value with a Key that already exists, then the most recent value will replace the old value.
* **Mutable:**The dictionaries are changeable collections, which implies that we can add or remove items after the creation.
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## Creating a dictionary

There are following three ways to create a dictionary.

* **Using curly brackets**: The dictionaries are created by enclosing the comma-separated Key: Value pairs inside the {} curly brackets. The colon ‘:‘ is used to separate the key and value in a pair.
* **Using dict() constructor**:  Create a dictionary by passing the comma-separated key: value pairs inside the dict().
* **Using sequence** having each item as a pair (key-value)

Let’s see each one of them with an example.

**Example**:

*# create a dictionary using {}*person = {"name": "Jessa", "country": "USA", "telephone": 1178}  
print(person)  
*# output {'name': 'Jessa', 'country': 'USA', 'telephone': 1178}  
  
# create a dictionary using dict()*person = dict({"name": "Jessa", "country": "USA", "telephone": 1178})  
print(person)  
*# output {'name': 'Jessa', 'country': 'USA', 'telephone': 1178}  
  
# create a dictionary from sequence having each item as a pair*person = dict([("name", "Mark"), ("country", "USA"), ("telephone", 1178)])  
print(person)  
  
*# create dictionary with mixed keys  
# first key is string and second is an integer*sample\_dict = {"name": "Jessa", 10: "Mobile"}  
print(sample\_dict)  
*# output {'name': 'Jessa', 10: 'Mobile'}  
  
# create dictionary with value as a list*person = {"name": "Jessa", "telephones": [1178, 2563, 4569]}  
print(person)  
*# output {'name': 'Jessa', 'telephones': [1178, 2563, 4569]}*

### Empty Dictionary

When we create a dictionary without any elements inside the curly brackets then it will be an empty dictionary.

emptydict = {}

**print**(**type**(emptydict))

# Output class 'dict'

**Note**:

* A dictionary value can be of any type, and duplicates are allowed in that.
* Keys in the dictionary must be unique and of immutable types like string, numbers, or tuples.

## Accessing elements of a dictionary

There are two different ways to access the elements of a dictionary.

1. Retrieve value using the key name inside the [] square brackets
2. Retrieve value by passing key name as a parameter to the get() method of a dictionary.

**Example**

*# create a dictionary named person*person = {"name": "Jessa", "country": "USA", "telephone": 1178}  
  
*# access value using key name in []*print(person['name'])  
*# Output 'Jessa'  
  
# get key value using key name in get()*print(person.get('telephone'))  
*# Output 1178*

As we can see in the output, we retrieved the value ‘Jessa’ using key ‘name” and value 1178 using its Key ‘telephone’.

### **Get all keys and values**

Use the following dictionary methods to retrieve all key and values at once

| **Method** | **Description** |
| --- | --- |
| keys() | Returns the list of all keys present in the dictionary. |
| values() | Returns the list of all values present in the dictionary |
| items() | Returns all the items present in the dictionary. Each item will be inside a tuple as a key-value pair. |

We can assign each method’s output to a separate variable and use that for further computations if required.

person = {"name": "Jessa", "country": "USA", "telephone": 1178}  
  
*# Get all keys*print(person.keys())  
*# output dict\_keys(['name', 'country', 'telephone'])*print(type(person.keys()))  
*# Output class 'dict\_keys'  
  
# Get all values*print(person.values())  
*# output dict\_values(['Jessa', 'USA', 1178])*print(type(person.values()))   
*# Output class 'dict\_values'  
  
# Get all key-value pair*print(person.items())  
*# output dict\_items([('name', 'Jessa'), ('country', 'USA'), ('telephone', 1178)])*print(type(person.items()))  
*# Output class 'dict\_items'*

### Iterating a dictionary

We can iterate through a dictionary using a for-loop and access the individual keys and their corresponding values. Let us see this with an example.

person = {"name": "Jessa", "country": "USA", "telephone": 1178}  
  
*# Iterating the dictionary using for-loop*print('key', ':', 'value')  
for key in person:  
 print(key, ':', person[key])  
  
*# using items() method*print('key', ':', 'value')  
for key\_value in person.items():  
 *# first is key, and second is value* print(key\_value[0], key\_value[1])

**OUTPUT:**

**key : value**

**name : Jessa**

**country : USA**

**telephone : 1178**

**key : value**

**name Jessa**

**country USA**

**telephone 1178**

## Find a length of a dictionary

In order to find the number of items in a dictionary, we can use the len() function. Let us consider the personal details dictionary which we created in the above example and find its length.

person = {"name": "Jessa", "country": "USA", "telephone": 1178}  
  
*# count number of keys present in a dictionary*print(len(person))   
*# output 3*

## Adding items to the dictionary

We can add new items to the dictionary using the following two ways.

* **Using key-value assignment:**Using a simple assignment statement where value can be assigned directly to the new key.
* **Using update() Method:**In this method, the item passed inside the update() method will be inserted into the dictionary. The item can be another dictionary or any iterable like a tuple of key-value pairs.

Now, Let’s see how to add two new keys to the dictionary.

**Example**

person = {"name": "Jessa", 'country': "USA", "telephone": 1178}  
  
*# update dictionary by adding 2 new keys*person["weight"] = 50  
person.update({"height": 6})  
  
*# print the updated dictionary*print(person)  
*# output {'name': 'Jessa', 'country': 'USA', 'telephone': 1178, 'weight': 50, 'height': 6}*

**Note**: We can also add more than one key using the update() method.

**Example**

person = {"name": "Jessa", 'country': "USA"}  
  
*# Adding 2 new keys at once  
# pass new keys as dict*person.update({"weight": 50, "height": 6})  
*# print the updated dictionary*print(person)  
*# output {'name': 'Jessa', 'country': 'USA', 'weight': 50, 'height': 6}  
  
# pass new keys as as list of tuple*person.update([("city", "Texas"), ("company", "Google")])  
*# print the updated dictionary*print(person)  
*# output {'name': 'Jessa', 'country': 'USA', 'weight': 50, 'height': 6, 'city': 'Texas', 'company': 'Google'}*

### **Set default value to a key**

Using the setdefault() method default value can be assigned to a key in the dictionary. In case the key doesn’t exist already, then the key will be inserted into the dictionary, and the value becomes the default value, and None will be inserted if a value is not mentioned.

In case the key exists, then it will return the value of a key.

**Example**

person\_details = {"name": "Jessa", "country": "USA", "telephone": 1178}  
  
*# set default value if key doesn't exists*person\_details.setdefault('state', 'Texas')  
  
*# key doesn't exist and value not mentioned. default None*person\_details.setdefault("zip")  
  
*# key exists and value mentioned. doesn't change value*person\_details.setdefault('country', 'Canada')  
  
*# Display dictionary*for key, value in person\_details.items():  
 print(key, ':', value)

**OUTPUT:**

**name : Jessa**

**country : USA**

**telephone : 1178**

**state : Texas**

**zip : None**

**Note**: As seen in the above example the value of the setdefault() method has no effect on the ‘country’ as the key already exists.

## **Modify the values of the dictionary keys**

We can modify the values of the existing dictionary keys using the following two ways.

* **Using key name**: We can directly assign new values by using its key name. The key name will be the existing one and we can mention the new value.
* **Using update() method**: We can use the update method by passing the key-value pair to change the value. Here the key name will be the existing one, and the value to be updated will be new.

**Example**

person = {"name": "Jessa", "country": "USA"}  
  
*# updating the country name*person["country"] = "Canada"  
*# print the updated country*print(person['country'])  
*# Output 'Canada'  
  
# updating the country name using update() method*person.update({"country": "USA"})  
*# print the updated country*print(person['country'])  
*# Output 'USA'*

## **Removing items from the dictionary**

There are several methods to remove items from the dictionary. Whether we want to remove the single item or the last inserted item or delete the entire dictionary, we can choose the method to be used.

Use the following dictionary methods to remove keys from a dictionary.

| **Method** | **Description** |
| --- | --- |
| pop(key[,d]) | Return and removes the item with the key and return its value. If the key is not found, it raises KeyError. |
| popitem() | Return and removes the last inserted item from the dictionary. If the dictionary is empty, it raises KeyError. |
| del key | The del keyword will delete the item with the key that is passed |
| clear() | Removes all items from the dictionary. Empty the dictionary |
| del dict\_name | Delete the entire dictionary |

Now, Let’s see how to delete items from a dictionary with an example.

**Example**

person = {'name': 'Jessa', 'country': 'USA', 'telephone': 1178, 'weight': 50, 'height': 6}  
  
*# Remove last inserted item from the dictionary*deleted\_item = person.popitem()  
print(deleted\_item) *# output ('height', 6)  
# display updated dictionary*print(person)   
*# Output {'name': 'Jessa', 'country': 'USA', 'telephone': 1178, 'weight': 50}  
  
# Remove key 'telephone' from the dictionary*deleted\_item = person.pop('telephone')  
print(deleted\_item) *# output 1178  
# display updated dictionary*print(person)   
*# Output {'name': 'Jessa', 'country': 'USA', 'weight': 50}  
  
# delete key 'weight'*del person['weight']  
*# display updated dictionary*print(person)  
*# Output {'name': 'Jessa', 'country': 'USA'}  
  
# remove all item (key-values) from dict*person.clear()  
*# display updated dictionary*print(person) *# {}  
  
# Delete the entire dictionary*del person

## **Checking if a key exists**

In order to check whether a particular key exists in a dictionary, we can use the keys() method and in operator. We can use the in operator to check whether the key is present in the list of keys returned by the keys() method.

In this method, we can just check whether our key is present in the list of keys that will be returned from the keys() method.

Let’s check whether the ‘country’ key exists and prints its value if found.

person = {'name': 'Jessa', 'country': 'USA', 'telephone': 1178}  
  
*# Get the list of keys and check if 'country' key is present*key\_name = 'country'  
if key\_name in person.keys():  
 print("country name is", person[key\_name])  
else:  
 print("Key not found")  
*# Output country name is USA*

## **Join two dictionary**

We can add two dictionaries using the update() method or unpacking arbitrary keywords operator \*\*. Let us see each one with an example.

### **Using update() method**

In this method, the dictionary to be added will be passed as the argument to the update() method and the updated dictionary will have items of both the dictionaries.

Let’s see how to merge the second dictionary into the first dictionary

**Example**

dict1 = {'Jessa': 70, 'Arul': 80, 'Emma': 55}  
dict2 = {'Kelly': 68, 'Harry': 50, 'Olivia': 66}  
  
*# copy second dictionary into first dictionary*dict1.update(dict2)  
*# printing the updated dictionary*print(dict1)  
*# output {'Jessa': 70, 'Arul': 80, 'Emma': 55, 'Kelly': 68, 'Harry': 50, 'Olivia': 66}*

As seen in the above example the items of both the dictionaries have been updated and the dict1 will have the items from both the dictionaries.

### **Using \*\*kwargs to unpack**

We can unpack any number of dictionary and add their contents to another dictionary using \*\*kwargs. In this way, we can add multiple length arguments to one dictionary in a single statement.

student\_dict1 = {'Aadya': 1, 'Arul': 2, }  
student\_dict2 = {'Harry': 5, 'Olivia': 6}  
student\_dict3 = {'Nancy': 7, 'Perry': 9}  
  
*# join three dictionaries*student\_dict = {\*\*student\_dict1, \*\*student\_dict2, \*\*student\_dict3}  
*# printing the final Merged dictionary*print(student\_dict)  
*# Output {'Aadya': 1, 'Arul': 2, 'Harry': 5, 'Olivia': 6, 'Nancy': 7, 'Perry': 9}*

As seen in the above example the values of all the dictionaries have been merged into one.

### **Join two dictionaries having few items in common**

**Note**: One thing to note here is that if both the dictionaries have a common key then the first dictionary value will be overridden with the second dictionary value.

**Example**

dict1 = {'Jessa': 70, 'Arul': 80, 'Emma': 55}  
dict2 = {'Kelly': 68, 'Harry': 50, 'Emma': 66}  
  
*# join two dictionaries with some common items*dict1.update(dict2)  
*# printing the updated dictionary*print(dict1['Emma'])  
*# Output 66*

As mentioned in the case of the same key in two dictionaries the latest one will override the old one.

In the above example, both the dictionaries have the key ‘Emma’ So the value of the second dictionary is used in the final merged dictionary dict1.

## **Copy a Dictionary**

We can create a copy of a dictionary using the following two ways

* Using copy() method.
* Using the dict() constructor

dict1 = {'Jessa': 70, 'Emma': 55}  
  
*# Copy dictionary using copy() method*dict2 = dict1.copy()  
*# printing the new dictionary*print(dict2)  
*# output {'Jessa': 70, 'Emma': 55}  
  
# Copy dictionary using dict() constructor*dict3 = dict(dict1)  
print(dict3)  
*# output {'Jessa': 70, 'Emma': 55}  
  
# Copy dictionary using the output of items() methods*dict4 = dict(dict1.items())  
print(dict4)  
*# output {'Jessa': 70, 'Emma': 55}*

### Copy using the assignment operator

We can simply use the '=' operator to create a copy.

Note: When you set dict2 = dict1, you are making them refer to the same dict object, so when you modify one of them, all references associated with that object reflect the current state of the object. So don’t use the assignment operator to copy the dictionary instead use the copy() method.

**Example**

dict1 = {'Jessa': 70, 'Emma': 55}  
  
*# Copy dictionary using assignment = operator*dict2 = dict1  
*# modify dict2*dict2.update({'Jessa': 90})  
print(dict2)  
*# Output {'Jessa': 90, 'Emma': 55}*print(dict1)  
*# Output {'Jessa': 90, 'Emma': 55}*

## **Nested dictionary**

Nested dictionaries are dictionaries that have one or more dictionaries as their members. It is a collection of many dictionaries in one dictionary.

Let us see an example of creating a nested dictionary ‘Address’ inside a ‘person’ dictionary.

**Example**

*# address dictionary to store person address*address = {"state": "Texas", 'city': 'Houston'}  
  
*# dictionary to store person details with address as a nested dictionary*person = {'name': 'Jessa', 'company': 'Google', 'address': address}  
  
*# Display dictionary*print("person:", person)  
  
*# Get nested dictionary key 'city'*print("City:", person['address']['city'])  
  
*# Iterating outer dictionary*print("Person details")  
for key, value in person.items():  
 if key == 'address':  
 *# Iterating through nested dictionary* print("Person Address")  
 for nested\_key, nested\_value in value.items():  
 print(nested\_key, ':', nested\_value)  
 else:  
 print(key, ':', value)

Output

person: {'name': 'Jessa', 'company': 'Google', 'address': {'state': 'Texas', 'city': 'Houston'}}

City: Houston

Person details

name: Jessa

company: Google

Person Address

state: Texas

city : Houston

As we can see in the output we have added one dictionary inside another dictionary.

### **Add multiple dictionaries inside a single dictionary**

Let us see an example of creating multiple nested dictionaries inside a single dictionary.

In this example, we will create a separate dictionary for each student and in the end, we will add each student to the ‘class\_six’ dictionary. So each student is nothing but a key in a ‘class\_six’ dictionary.

In order to access the nested dictionary values, we have to pass the outer dictionary key, followed by the individual dictionary key.

For example, class\_six['student3']['name']

We can iterate through the individual member dictionaries using nested for-loop with the outer loop for the outer dictionary and inner loop for retrieving the members of the collection.

**Example**

*# each dictionary will store data of a single student*jessa = {'name': 'Jessa', 'state': 'Texas', 'city': 'Houston', 'marks': 75}  
emma = {'name': 'Emma', 'state': 'Texas', 'city': 'Dallas', 'marks': 60}  
kelly = {'name': 'Kelly', 'state': 'Texas', 'city': 'Austin', 'marks': 85}  
  
*# Outer dictionary to store all student dictionaries (nested dictionaries)*class\_six = {'student1': jessa, 'student2': emma, 'student3': kelly}  
  
*# Get student3's name and mark*print("Student 3 name:", class\_six['student3']['name'])  
print("Student 3 marks:", class\_six['student3']['marks'])  
  
*# Iterating outer dictionary*print("\nClass details\n")  
for key, value in class\_six.items():  
 *# Iterating through nested dictionary  
 # Display each student data* print(key)  
 for nested\_key, nested\_value in value.items():  
 print(nested\_key, ':', nested\_value)  
 print('\n')

**Output**

Student 3 name: Kelly

Student 3 marks: 85

Class details

student1

name: Jessa

state: Texas

city: Houston

marks: 75

student2

name: Emma

state: Texas

city: Dallas

marks: 60

student3

name: Kelly

state: Texas

city: Austin

marks : 85

As seen in the above example, we are adding three individual dictionaries inside a single dictionary.

## **Sort dictionary**

The built-in method sorted() will sort the keys in the dictionary and returns a sorted list. In case we want to sort the values we can first get the values using the values() and then sort them.

**Example**

dict1 = {'c': 45, 'b': 95, 'a': 35}  
  
*# sorting dictionary by keys*print(sorted(dict1.items()))  
*# Output [('a', 35), ('b', 95), ('c', 45)]  
  
# sort dict eys*print(sorted(dict1))  
*# output ['a', 'b', 'c']  
  
# sort dictionary values*print(sorted(dict1.values()))  
*# output [35, 45, 95]*

As we can see in the above example the keys are sorted in the first function call and in the second the values are sorted after the values() method call.

## **Dictionary comprehension**

Dictionary comprehension is one way of creating the dictionary where the values of the key values are generated in a for-loop and we can filter the items to be added to the dictionary with an optional if condition. The general syntax is as follows

output\_dictionary = {key : value **for** key,value **in** iterable [**if** key,value condition1]}

Let us see this with a few examples.

*# calculate the square of each even number from a list and store in dict*numbers = [1, 3, 5, 2, 8]  
even\_squares = {x: x \*\* 2 for x in numbers if x % 2 == 0}  
print(even\_squares)  
  
*# output {2: 4, 8: 64}*

Here in this example, we can see that a dictionary is created with an input list (any iterable can be given), the numbers from the list being the key and the value is the square of a number.

We can even have two different iterables for the key and value and zip them inside the for loop to create a dictionary.

telephone\_book = [1178, 4020, 5786]

persons = ['Jessa', 'Emma', 'Kelly']

telephone\_Directory = {key: value **for** key, value **in** **zip**(persons, telephone\_book)}

**print**(telephone\_Directory)

# Output {'Jessa': 1178, 'Emma': 4020, 'Kelly': 5786}

In the above example, we are creating a telephone directory with separate tuples for the key which is the name, and the telephone number which is the value. We are zipping both the tuples together inside the for a loop.

## Python Built-in functions with dictionary

### max() and min()

As the name suggests the max() and min() functions will return the keys with maximum and minimum values in a dictionary respectively. Only the keys are considered here not their corresponding values.

**dict** = {1:'aaa',2:'bbb',3:'AAA'}

**print**('Maximum Key',**max**(**dict**)) # 3

**print**('Minimum Key',**min**(**dict**)) # 1

[**Run**](https://pynative.com/online-python-code-editor-to-execute-python-code/)

As we can see max() and min() considered the keys to finding the maximum and minimum values respectively.

### all()

When the built-in function all() is used with the dictionary the return value will be true in the case of all – true keys and false in case one of the keys is false.

Few things to note here are

* Only key values should be true
* The key values can be either True or 1 or ‘0’
* 0 and False in Key will return false
* An empty dictionary will return true.

*#dictionary with both 'true' keys*dict1 = {1:'True',1:'False'}  
  
*#dictionary with one false key*dict2 = {0:'True',1:'False'}  
  
*#empty dictionary*dict3= {}  
  
*#'0' is true actually*dict4 = {'0':False}  
  
print('All True Keys::',all(dict1))  
print('One False Key',all(dict2))  
print('Empty Dictionary',all(dict3))  
print('With 0 in single quotes',all(dict4))

**OUTPUT:**

**All True Keys:: True**

**One False Key False**

**Empty Dictionary True**

**With 0 in single quotes True**

### **any()**

any() function will return true if dictionary keys contain anyone false which could be 0 or false. Let us see what any() method will return for the above cases.

*#dictionary with both 'true' keys*dict1 = {1:'True',1:'False'}  
  
*#dictionary with one false key*dict2 = {0:'True',1:'False'}  
  
*#empty dictionary*dict3= {}  
  
*#'0' is true actually*dict4 = {'0':False}  
  
*#all false*dict5 = {0:False}  
  
print('All True Keys::',any(dict1))  
print('One False Key ::',any(dict2))  
print('Empty Dictionary ::',any(dict3))  
print('With 0 in single quotes ::',any(dict4))  
print('all false :: ',any(dict5))

**OUTPUT:**

**All True Keys:: True**

**One False Key :: True**

**Empty Dictionary :: False**

**With 0 in single quotes :: True**

**all false :: False**

As we can see this method returns true even if there is one true value and one thing to note here is that it **returns false for empty dictionary** and all false dictionary.

### **When to use dictionaries?**

Dictionaries are items stored in Key-Value pairs that actually use the mapping format to actually store the values. It uses hashing internally for this. For retrieving a value with its key, the time taken will be very less as O(1).

For example, consider the phone lookup where it is very easy and fast to find the phone number (value) when we know the name (key) associated with it.

So to associate values with keys in a more optimized format and to retrieve them efficiently using that key, later on, dictionaries could be used.

## **Summary of dictionary operations**

**Below is the summary** of all operations that we learned in this lesson

Assume d1 and d2 are dictionaries with following items.

d1 = {'a': 10, 'b': 20, 'c': 30}

d2 = {'d': 40, 'e': 50, 'f': 60}

| **Operations** | **Description** |
| --- | --- |
| dict({'a': 10, 'b': 20}) | Create a dictionary using a dict() constructor. |
| d2 = {} | Create an empty dictionary. |
| d1.get('a') | Retrieve value using the key name a. |
| d1.keys() | Returns a list of keys present in the dictionary. |
| d1.values() | Returns a list with all the values in the dictionary. |
| d1.items() | Returns a list of all the items in the dictionary with each key-value pair inside a tuple. |
| len(d1) | Returns number of items in a dictionary. |
| d1['d'] = 40 | Update dictionary by adding a new key. |
| d1.update({'e': 50, 'f': 60}) | Add multiple keys to the dictionary. |
| d1.setdefault('g', 70) | Set the default value if a key doesn’t exist. |
| d1['b'] = 100 | Modify the values of the existing key. |
| d1.pop('b') | Remove the key b from the dictionary. |
| d1.popitem() | Remove any random item from a dictionary. |
| d1.clear() | Removes all items from the dictionary. |
| 'key' in d1.keys() | Check if a key exists in a dictionary. |
| d1.update(d2) | Add all items of dictionary d2 into d1. |
| d3= {\*\*d1, \*\*d2} | Join two dictionaries. |
| d2 = d1.copy() | Copy dictionary d1 into d2. |
| max(d1) | Returns the key with the maximum value in the dictionary d1 |
| min(d1) | Returns the key with the minimum value in the dictionary d1 |